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// Klárið að forrita klasann IntStackArray.

trait IntStack

{

    ghost var ghostseq: seq<int>;

    ghost var Repr: set<object>;

    predicate Valid()

        reads this, Repr;

    predicate method IsEmpty()

        reads this, Repr;

        requires Valid();

        ensures IsEmpty() <==> ghostseq==[];

    method Push( x: int )

        modifies this, Repr;

        requires Valid();

        ensures Valid() && fresh(Repr-old(Repr));

        ensures ghostseq == old(ghostseq)+[x];

    method Pop() returns ( x: int )

        modifies this, Repr;

        requires Valid();

        requires ghostseq != [];

        ensures Valid() && fresh(Repr-old(Repr));

        ensures ghostseq == old(ghostseq[..|ghostseq|-1]);

        ensures x == old(ghostseq[|ghostseq|-1]);

}

class IntStackArray extends IntStack

{

    var a: array<int>;

    var size: int;

    predicate Valid()

        reads this, Repr;

    {

        // Hér vantar skilgreiningu á fastayrðingu gagna.

        // Notið IntQueueArray til hliðsjónar.

        // Eðlilegt er að innihald hlaðans sé í sætum

        // a[0],a[1],...,a[size-1], frá botni til topps.

        Repr == {this, a} &&

        a.Length > 0 &&

        0 <= size <= a.Length &&

        |ghostseq| == size &&

        if size > 0 then

            ghostseq == a[..size]

        else

            ghostseq == []

    }

    constructor()

        ensures Valid() && fresh(Repr-{this});

        ensures ghostseq == [];

    {

        a := new int[1];

        size := 0;

        Repr := {a};

        ghostseq := [];

    }

    predicate method IsEmpty()

        reads this, Repr;

        requires Valid();

        ensures IsEmpty() <==> ghostseq==[];

    {

        size == 0

    }

    method Push( x: int )

        modifies this, Repr;

        requires Valid();

        ensures Valid() && fresh(Repr-old(Repr));

        ensures ghostseq == old(ghostseq)+[x];

    {

        size := size + 1;

        ghostseq := ghostseq + [x];

    }

    method Pop() returns ( x: int )

        modifies this, Repr;

        requires Valid();

        requires ghostseq != [];

        ensures Valid() && fresh(Repr-old(Repr));

        ensures size == old(size)-1;

        ensures ghostseq == old(ghostseq)[..size];

        ensures x == old(ghostseq[|ghostseq|-1]);

    {

        size := size-1;

        x := a[size];

        ghostseq := ghostseq[..size];

    }

}

method Factory() returns ( s: IntStack )

    ensures fresh(s);

    ensures fresh(s.Repr);

    ensures s.Valid();

    ensures s.IsEmpty();

{

    s := new IntStackArray();

}

method Main()

{

    var s := [1,2,3];

    var s1 := Factory();

    var s2 := Factory();

    while s != []

        decreases |s|;

        invariant s1.Valid();

        invariant s2.Valid();

        invariant ({s1}+s1.Repr) !! ({s2}+s2.Repr);

        invariant fresh(s1.Repr);

        invariant fresh(s2.Repr);

    {

        s1.Push(s[0]);

        s2.Push(s[0]);

        s := s[1..];

    }

    while !s1.IsEmpty()

        decreases |s1.ghostseq|

        invariant s1.Valid();

        invariant s2.Valid();

        invariant ({s1}+s1.Repr) !! ({s2}+s2.Repr);

        invariant fresh(s1.Repr);

        invariant fresh(s2.Repr);

    {

        var x := s1.Pop();

        print x;

        print " ";

    }

    while !s2.IsEmpty()

        invariant s2.Valid();

        decreases |s2.ghostseq|

        invariant fresh(s2.Repr);

    {

        var x := s2.Pop();

        print x;

        print " ";

    }

}